Windows Firewall Rules and MSIX Packages
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Introduction

The Windows Firewall controls traffic into and out of the operating system, using a set of OS wide, and
Application specific rules. The firewall is controlled by a combination of (group) policy based rules and
locally set policies, and local rules.

Often, vendor applications that use a specific IP port or ports, will add local application-specific rules as
part of the installation of the application. These rules are added by the application installer software,
using one of several APIs available to them. By adding the rule locally, they ensure that their application
will not be blocked.

IT Organizations sometimes like to control the rules used by the firewall by setting them via group policy,
but in reality are setting some via group policy and allowing the application installers to add to them out
of convenience.

MSIX packages also may include firewall rules to be applied to the system, as part of the AppXMannifest
file. This allows for the rule to correctly target the executable in the package, which may potentially be
installed in different locations on different systems, due to the controls available to support multiple
namespace Volumes for the packaged product installations.

For applications where the installer adds firewall rules using the available installer APls, when
recapturing the installation using the Microsoft MSIX Packaging Tool (MMPT), these rules end up being
filtered out automatically and not brought along into the package.

Meanwhile, we see vendors releasing MSIX packages produced directly that include the firewall rules in
their AppXManifest files.

In this paper, | look at new tooling options to help IT organizations deal with firewall rules in MSIX
packages, whether from their own repackaging efforts or is intake of vendor supplied packages, whether
they want these rules in the packages or want to remove them. Ultimately we see that the enterprise
organization wants to be aware of vendor firewall rules, and then:

® Ensure they are part of the package.
® Ensure they are removed from the package so that they control them via central policy.

In this paper, you will find out how to do either of these.



About Firewall Rules
Application installers have several options to add the firewall rules.
1. netsh advfirewall add rule

netsh advfirewall firewall add rule name="My App" dir=in action=allow
program="C:\MyApp\app.exe" enable=yes

Documentation link here.

2. New-NetFirewallRule

New-NetFirewallRule -DisplayName "Allow Messenger" "
-Direction Inbound *
-Program "C:\Program Files (x86)\Messenger\msmsgs.exe" *
-RemoteAddress LocalSubnet -Action Allow

Documentation link here.

3. Programmatically using a COM interfaced exposed by FirewallAPI.dll
In an MSlI install package this would be part of a custom action.

No matter which API used, these rules are ultimately written to the Windows Registry as seen in this
example from the Ditto installer:

B Registry Editor - [m] 4
File Edit View Favorites Help
Computer\HKEY_LOCAL_MACHINE\SYSTEM\CurrentControlSet\Services\SharedAccess\P: YF
SerG Name Type Data
Serenum aB)(6CFA242D-54CF-4F2C-AAEO-DTBCFCFTDA64) REGSZ  v2.33|Action=Allow|Active=TRUE|Dir=In|Protocol=6|App gram Files\Wi pp\MSTeams 25332.12104188.1171564_Bweloyb |
o 28)(874091D4-BB98-4F40-8051-355722E7CTOE}  REGSZ  v2.33Action=Allow|Active=TRUE|Di I |LPort=7000}App=C:AWINDOWS\: ppe\Mi i Clie
| ;:’s:::;:v 28)(9BEOOBAT-3559-4BBF -OFES-BSDAGAEDF46T)  REGSZ  v233|Action=Allow|Active=TRUE[Dir=InP =6|Profile=Public|LPort=7000]App=C:\WINDOWS\ pps\Mi i Clie
sy aB){A3F314ED-87DA-4608-84F2-B2093D384747)  REGSZ  v2.33Action=Allow|Active=TRUE|Dir=Out| |Profile=Public|LPort=7000]App=C:\WINDOWS\SystemApps\Mi i el
- A O e AT aT®]  REGSZ  v233|Action=Allow|Active=TRUE|Dir=Out|Protocol=6|LPort=23443|App=C:\Program Files\Ditto\Ditto.exe|Name=Ditto_F 64|
S B Defsilis ) (BA31CBAA-75C2- U TIee g REGSZ  v2.33|Action=Allow]Active=TRUE|Dir=In|Protocol=6|LPort=23443|App=C:\Program Files\Ditto\Ditto.exe|Name=Ditto_| 64|
Epoch a8)(BAJGOECE-59F0-4592-88D-22DFBAGSEG24)  REGSZ  v233|Action=Allow|Active=TRUE[Dir=InP =6|Profile=Public|LPort=7000]App=C:\WINDOWS\SystemApps\Mi i Clie
Epoch2 aB)(C64BAD1F-0CDB-404A-BCF5-191D48F3ACTC) REGSZ  v2.33Action=Allow|Active=TRUE|Dir=In|Protocol=17|Profile=Public|LPort=7000|App=C:\WINDOWS\S pps\Mi i Cli
< 23 Parameters 3B){CCAC180F-EBDF-4034-A0A3- SEBSEA2ATOFF)  REGSZ  v2.33)Action=Allow|Active=TRUE|Dir=| ol=17|Profile=Private|LPort=7000|App=C:AWINDOWS\SystemApps\Mi i al
v = FirewallPolicy a5)(D4BIC499-464C-43C4-981F-3D662BABCO4S)  REGSZ  v2.33|Action=Allow]Active=TRUE|Dir=Out|Protocol=6|Profile=Private|LPort=7000|App=CAWINDOWS\S pPE\Mi i c
> = DomainProfile || 3b]{EAD3A3FS-ABAT-49BC-0666-4EEFAI4BCEAD}  REG.SZ  v2.33|Action=Allow|Active=TRUE|Dir=Out|Protocol=17/App=Ci\Program F pPs\MSTeams_25332.1210.4188.1171_x64_8wel
> 7 DynamicKeyw || 3B]{EASAFBEG-FO71-4D70-9849-CT7FD2363825)  REGSZ  v2.33|Action=Allow|Active=TRUE|Dir=In|Protocol=17|LPort=5353|App=Ci\Program Files (xB6)\Microsoft\Edge\Application\msedge.exell
[ FirewallRules| || ab](FSF1814E-D7BE-4C6A-OFFO-TABS1131E699)  REG.SZ  v2.33|Action=Allow|Active=TRUE|Dir=Out|Protocol=6|Profile=Private|LPort=7000|App=C:\WINDOWS\SystemApps\Mi i c
HyperVFirewa | || ab)(FA7BO1AE-67F9-4282-B38F-BSOCACABDAB3} REGSZ  v2.33|Action=Allow]Active=TRUE|D ol=17]App=C:\Program Files\Wi pps\DuckDuckGo.Desktop 0.142.10.0_x6¢
HyperVWMCre || ab) Allioyn-Router-In-TCP REG.SZ  v2.33JAction=Allow|Active=TRUE|D: I=6[Profile=Domain|Profile=Private|LPort=0955|App=%SystemRoot%\system32\svchost
> & Mdm 3] Alljoyn-Router-In-UDP REGSZ  v2.33|Action=Allow|Active=TRUE|Dir=In|Protocol=17|Profile=Domain|Profile=Private|App=% R 32\svchost.exelSve=A
> Z2 PublicProfile 5] Alljoyn-Router-Out-TCP REG.SZ  v2.33|Action=Allow|Active=TRUE|Dir=Out| |Profile=Domain|Profile=Private|App 32\svchost.exe|Sve=/
> 7 Restrictedinter || ) Aoy n-Router-Out-UDP REG.SZ  v2.33|Action=Allow|Active=TRUE|Dir=Out|Protocol=17|Profile=Domain|Profile=Private| App R 2\svchost.exelSve=
> 50 RestrictedServ || o) cppgyc.in-Tcp REG.SZ  v2.33|Action=Allow|Active=TRUE|Dir=In|Protocol=6|Profile=Domain|Profile=Private|App=% 2\svchost.exe|Sve=CT
> ?:‘:::11::1«“ 5] CDPSvc-In-UDP REGSZ  v233jAction=Allow|Active=TRUE|Dir= ol=17|Profile=Domain|Profile=Private|App stem32\svchost.exelSve=C
3B COPSvc-Out-TCP REGSZ  v2.33lAction=AllowlActive=TRUEIDir=OutiProtocol=6lProfile=Domai - 32\svchost.exelSve=(

There is also a SharedAccess\Defaults key that will contain rules that are not application-specific.



About MSIX AppXManifest and Firewall Rules

Microsoft extended the AppXManifest schemas to allow for the inclusion of firewall rules with the
Desktop2 schema extension. This extension is implemented on all currently supported versions of the
0sS.

The schema implementation uses a package-level extension in the AppXManifest, where rules targeting
the relative path to exe files within the package are targeted.

It starts with a package extension using Desktop2:Extension with a Category parameter of
“windows.firewallRules”. Under that extension element is a Desktop2:FirewallRules sub-element that
has an Executable parameter that identifies the relative path to the exe file in the package. That sub-
element will then have its own sub-elements of type Desktop2:Rule that have the individual rules.

Here is an example by the vendor package from DuckDuckGo published in the Winget repository:

<Extensions >
<desktop2:Extension Category="windows.firewallRules" >
<desktop2:FirewallRules Executable="WindowsBrowser\WebView2\msedgewebviewz2.exe">
<desktop2:Rule Direction="in" IPProtocol="TCP" Profile="all" />
<desktop2:Rule Direction="in" IPProtocol="UDP" Profile="all" />
</desktop2:FirewallRules>
</desktop2:Extension>
<desktop2:Extension Category="windows.firewallRules" >
<desktopz:FirewallRules Executable="WindowsBrowser\DuckDuckGo.WebView.exe" >
<desktop2:Rule Direction="in" IPProtocol="TCP" Profile="all" />
<desktop2:Rule Direction="in" IPProtocol="UDP" Profile="all" />
</desktop2:FirewallRules>
</desktop2:Extension>
</Extensions>

Note that the windows firewall does not see any registry settings within the virtual registry of the
package, if they exist. It is only the inclusion of the rules in the AppXManifest that matters. In fact, all of
the vendor packages that | have seen to date that have firewall rules in the AppXManifest do not even
have a virtual registry in the package.



About MSIX Packaging Tool Exclusions

The Microsoft MSIX Packaging Tool generally captures changes made to the file system and registry
during a monitoring session to include in the package. The tool has configuration settings that contains a
file and a registry list of exclusions.

Ultimately, firewall rules are written under the registry key
HKLM\System\Services\CurrentControlSet\SharedAccess registry key. When using the installer APIs,
including system dll, newsh, and powerershell APls, these entries are written by a generic svchost
process.

There is also a poorly understood Service Exclusion list added in 2003 that attempts to provide control
over changes made by known windows services that had always been excluded by the tool in the past.
When the application installer uses one of the APIs to add the firewall rules, a Process Monitor trace will
show that the rules are written into the Windows Registry by a generic svchost process.

Removing the firewall service from the MMPT configuration (named MpsSvc) from the MMPT service
exclusion list does not cause capture of these keys.

However, directly writing those keys does allow for capture, even if not the right way to set the rules.



Using Passivelnstall to ensure vendor rules are not missed

Version 3.0 of Passivelnstall provides some PowerShell cmdlets that may be used to overcome this
exclusion by the MMPT.

Passivelnstall is a free opens source tool | originally wrote in 2017. The tool is quite useful when creating
wrapper scripts to customize the vender installer for a variety of things that we want to do during the
repackaging operation.

This new release adds two new PowerShell cmdlets that can be added to these wrapper scripts to allow
for the MMPT capture of the vendor firewall rules without you having to know what the rules a
particular application adds, or even if it adds any at all.

The first new cmdlet, Get-PassiveFirewallRules, returns a snapshot of the registry rules. You add this
cmdlet twice in your wrapper script, once before the customized install and once after.

The second new cmdlet, Redo-PassiveNewFirewallRules is then added after that. It uses the two
snapshots to determine any new rules that were added, and will rewrite the registry values in a way that
the MMPT will capture those rules into the virtual registry.

Here is the example from Get-Help on the cmdlets:

This is a typical usage scenario:PS>
PS> $BeforeSnapshot = Get-PassiveFirewallRules
PS> msiexec /q vendorInstaller.msi

PS> $AfterSnapshot = Get-PassiveFirewallRules

PS> $Changes = Redo-PassiveNewFirewallRules $BeforeSnapshot $AfterSnapshot
PS> $Changes.Show()

PS>

Unfortunately, the MMPT will still not write those rules into the AppXManifest file, but we will address
this in the TMEditX Editor post-processing.



Using TMEditX Editor for Post-processing

Repackaging into MSIX usually involves post-processing the captured package in order to obtain
complete compatibility. Because we previously did not see the MMPT capture the firewall rules, we
never needed a fixup for adding the rules into the AppXManifest.

TMEditX Editor is my licensed software to fix up those packages, filled with a package analyzer that offers
automatic and manual fixing to your packages, along with a full editor. Version 7.1 adds in a new option
to control package firewall rules automatically.

Tool Configuration

The option is controlled in the options tab of the tool:

=

Fixup: Opt-in to fix, Opt-out to remove, Windows FirewallRules in packages.

This option provides the ability to fix firewall rules whichever way you want:

e  Opt-in if you want rules detected in the virtual registry to be added to the AppXManifest file so
that they are effective.

e Qut-out if you want rules detected in the AppXManifest file to be removed. Remember that
vendor provided packages might have these rules.

In addition to the configuration option, the tool has a pair of command line options to override the
configuration setting, /AutoAddFirewallRules and /AutoRemoveFirewallRules. These may be useful in
automated package fixing scripts.

Analysis

The package analysis support serves to let you know that the package has firewall rules and what they
are. If you want to control these via policy, you need to be aware that the installer added them.
Opt-in Analyis

For the Opt-in setting, if the package have the virtual registry settings but they are not in the
AppXManifest, they appear in a Recommended fixup like this:

(») Recommended Fixes
Action Fixed? Type Details
False | Add Firewall Rules @ Firewall rules need Desktop2 manifest fix (Click to Expand)

‘ The following Firewall rules were found in the registry that may be fixed. ‘

] Dir=In Protocol=6 Profile=Private Profile=Public LocalPorts=23443 Name=Ditto_Fromlnstaller_64 ‘

] Dir=Qut Protocoi=6 Profile=Private Profile=Public LocalPorts=23443 Name=Ditto_Frominstaller_64 ‘




Opt-out Analysis

For the Opt-out setting, if the package has entries in the AppXManifest, they appear in a Recommended
fixup like this:

Action Fixed? Type Details
| Fix Now || False | Remove Firewall Rules @ Firewall rules in manifest to be removed (Click to Expand)

The following Firewall rules were found in the AppXManifest to be removed.

Executable=WindowsBrowser| WebView2 |\ msedgewebview2.exe

Direction=in Profile=all

Executable=WindowsBrowser| WebView2 |\ msedgewebview2.exe

Executable=WindowsBrowser|DuckDuckGo.WebView.exe

Direction=in Profile=all

Executable=WindowsBrowser\DuckDuckGo. WebView.exe

‘ Direction=in Profile=all

Direction=in Profile=all

Summary

IT Desktop Engineering can now have information about, and control over application firewall rules
added by both traditional application installers and vendor pre-packaged MSIX packages.
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